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Abstract—The increasing integration of Deep Neural Networks
(DNNs) into safety critical systems, such as Autonomous Vehicles
(AVs), where failures can lead to significant consequences, has
fostered the development of many Verification and Validation
(V&V) techniques. However, these techniques are applied mainly
after the DNN training process is complete. This delayed ap-
plication of V&V techniques means that property violations
found require restarting the expensive training process, and that
V&V techniques struggle in pursuit of checking increasingly
large and sophisticated DNNs. To address this issue, we propose
T4PC, a framework to increase property conformance during
DNN training. Increasing property conformance is achieved
by enriching: 1) the data preparation phase to account for
properties’ pre and postcondition satisfaction, and 2) the training
phase to account for the property satisfaction by incorporating
a new property loss term that is integrated with the main loss.
Our family of controlled experiments targeting a navigation DNN
show that T4PC can effectively train it for conformance to single
and multiple properties, and can also fine-tune for conformance
an existing navigation DNN originally trained for accuracy. Our
case study in simulation applying T4PC to fine-tune two open
source AV systems operating in the CARLA simulator shows
that it can reduce targeted driving violations while retaining its
original driving capabilities.

Index Terms—Deep learning, Autonomous vehicles, Software
and System Safety.

I. INTRODUCTION
Advances in deep machine learning have demonstrated the

ability to synthesize high-quality implementations of deep
neural networks (DNNs). Contrary to traditional software
development, building DNNs is mostly an automated optimiza-
tion process. Conceptually, given a dataset of values x and
corresponding labels y, constructing a deep neural network N
entails an iterative process of computing N (x), comparing it
to y, and adjusting N to minimize their difference.

The increasing integration of DNNs into safety critical
systems such as autonomous vehicles (AVs) [1]–[3] and their
high visibility failures [4]–[7] have prompted the development
of many specialized Verification and Validation (V&V) tech-
niques. To position our contribution among those techniques,
we classify them along two dimensions.

First, when classified based on the type of properties being
analyzed, we find that most V&V techniques for DNNs oper-
ate on metamorphic properties over sensor inputs and output
commands. For example, a property capturing the system’s
robustness to sensor noise may state that “changing a small
number of pixels in a camera image should not affect the
steering angle by more than a given threshold”. Verification
techniques aim to provide guarantees that the DNNs satisfy
such robustness properties, e.g., [8]–[11], while validation
techniques aim to generate diverse inputs that may induce
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property violations, e.g., [12]–[15]. As V&V techniques have
matured, researchers have begun to target richer system-level
specifications such as “when a vehicle approaches an inter-
section controlled by a stop sign, it shall stop at the marked
line”. This is challenging due to the semantic gap between
the high-dimensional raw sensor inputs, e.g., image pixels,
and the space over which such specifications are defined,
e.g., vehicles and stop signs. Existing V&V techniques either
assume that such higher-level data is available [16] or develop
bespoke abstraction methods to move from the sensor to the
property space [17]. Recent work has developed more general
abstractions of sensor inputs that can be used to judge a
dataset’s completeness [18] or monitor a trained DNN for
property violations [19], and we build on those in this work.

Second, when classified by the stage at which V&V is
applied, we find that the techniques operate after the training
process is completed, acting as quality assurance gatekeepers
for DNNs instead of being an integral part of the develop-
ment [20], [21]. Performing V&V after training means that
detecting that N fails to conform to a desired property occurs
late in the development. This can significantly increase costs
as it requires repair, perhaps through re-training, or worse, the
realization that more and particular data needs to be collected
and labeled. Researchers have explored methods for integrat-
ing property specifications in the training process, e.g., [22]–
[25], but these are either limited to DNNs with small input
spaces or properties that only constrain the DNNs’ output.
Such techniques cannot support properties with preconditions
specified over complex high-dimensional input spaces.

In summary, existing DNN V&V approaches are either too
limited or come too late to meet the challenges of DNNs used
in complex systems like those in the AV domain. We con-
jecture that adapting the training process to incorporate high-
level specifications of desired DNN behavior can overcome
these limitations. To achieve this, an approach must overcome
two key challenges. First, it must be able to optimize not just
based on label matching, but also based on reduction of prop-
erty violations. Second, it must be able to evaluate property
preconditions over high-dimensional raw sensor inputs.

In this work, we define an approach, T4PC, that overcomes
those challenges. Building on recent work in AV property
monitoring [19], T4PC enriches the data preparation process
by abstracting raw sensor inputs captured by an AV using
scene graphs (SGs), structured representations of a scene, to
allow the evaluation of high-level specifications and the gen-
eration of property labels. Then, inspired by work in training
DNNs with logical constraints, e.g., [24], T4PC incorporates
a novel property loss term into training and utilizes a dual
optimization process to balance property loss with traditional
label loss. We implemented T4PC and performed a family
of controlled experiments targeting a navigation system that



predicts steering angle and acceleration, assessing its potential
to increase property conformance. We find that T4PC can train
navigation DNNs that improve property conformance over a
base DNN by 67% for single and multiple properties. Our
case study in simulation on two state-of-the-art AV systems
shows that fine-tuning the system with T4PC reduces the
targeted infractions by up to 38% and improves the overall
driving score. These findings provide evidence that T4PC, and
more generally mechanisms for training DNNs for property
conformance, can offer a cost-effective complement to existing
V&V techniques.

II. BACKGROUND AND RELATED WORK

This section provides a summary of property specifications
for DNNs, scene graphs, relational specifications, and training
approaches for improving DNNs.

A. Properties of DNNs

A dataset, D, is comprised of input, output pairs, (x, y),
where the output defines expected DNN behavior on the
input, y = N(x). The property specification, ϕ(x, y) =
ϕX (x) =⇒ ϕY(y), defines constraints over the inputs and
outputs [26]. The constraint over inputs, ϕX , is termed the
precondition and the constraints over outputs, ϕY , is termed
the postcondition. Properties can be evaluated over a dataset,
∀(x, y) ∈ D : ϕ(x, y), or at DNN evaluation time, given x
evaluate ϕ(x,N(x)).

In settings where primitive propositions can be defined,
previous work has had success at applying a variety of
formalisms, including First Order Logic (FOL) [27] with
spatial and temporal requirements [28], [29], Linear Temporal
Logic (LTL) [30]–[32], and Signal Temporal Logic (STL) [33],
[34], to describe the behavior of critical systems, including
autonomous systems, and their properties [35]. However, such
primitive propositions are only viable over data generated by
simpler sensor types (e.g., gyroscopes, proximity, pressure).

A key remaining challenge in specifying useful properties
lies in the ability to express domain-specific primitive propo-
sitions. In the context of AV systems, as we target here, the
challenge is how to encode and check for the presence of
a vehicle, pedestrian, or stop sign over raw sensor inputs,
e.g., camera or lidar data. While researchers have developed
expressive languages to encode properties over such input
spaces [9], [36], this does not address the core challenge
of expressing such concepts due to the variability of their
presentation in complex sensor inputs (i.e., the different ways
a person may appear in an image, or a vehicle may relate to
a person in a point cloud). In this work, we focus on FOL
properties as they can capture relevant aspects of AV behavior
and represent a first step toward end-to-end property con-
formance. We defer the integration of temporal properties to
future work, as their reliance on input sequences poses further
challenges for training as some AV systems handle temporal
aspects internally rather than through input sequences.

B. Scene Graphs

Researchers have recently proposed the use of scene graphs
(SGs) as an abstraction of multi-dimensional sensor data such
as images and point clouds over which it is practical to express
domain-specific primitive propositions. Scene graph genera-
tion builds a graph that encodes the semantic relationships
between objects in a scene and the relationships between those
objects with their surroundings as, e.g., Figure 1b [37], [38].

A scene graph generator (SGG) maps sensor inputs, I , to
a graph representation, sg : I 7→ G. SGs are directed graphs,
with a vertex set, V , that represents the set of entities captured
by the sensor, and a set of edges, (u, v) ∈ E, describing their
relationships. Formally, G = (V,E : V 7→ V, rel : E 7→
R, att : V ∪ E 7→ A) with functions to access the relation
encoded by an edge, and attribute values of vertices and edges.

More specialized SGGs have emerged for particular do-
mains, such as AVs [39]–[41], that capture semantics that are
more relevant for driving scenes, such as the number of lanes,
types of vehicles, traffic signage, and pedestrians. In the AV
domain, SGs have been studied for dataset evaluation [18],
runtime monitoring [19], and risk assessment [39]. Yet obtain-
ing SGs of sufficient quality remains an ongoing challenge. In
this work we utilize a simulation-based SGG [42] to evaluate
our approach in a controlled setting independent from potential
noise and faults in current research-prototype SGGs. However,
SGGs are an area of research that is advancing rapidly in both
the accuracy of SGs and the flexibility of SGGs in capturing
entities and relationships [43]. As sensor-based SGGs become
more capable, they can be easily integrated into T4PC.

T4PC requires that the SGG utilized be sufficiently ex-
pressive and accurate to capture the primitives needed to
encode the relevant properties against which the DNN will
be evaluated. As studied in prior work on applying SGs
to the AV domain, this includes entities to represent other
road users, e.g., vehicles, pedestrians, and bicycles; entities
to represent traffic semantics, e.g., traffic lights, stop signs,
and junctions; and relations such as parameterized distances
between entities, and which lane a vehicle occupies or a
traffic light controls [18], [19]—such entities and relations
are captured with perfect accuracy by the simulation-based
SGG we utilize in our experiments [42]. An example SG is
shown in Figure 1b. Recent work [44] showed the potential of
visual language models to generate SGs from images as part
of a property runtime monitor. Future work should investigate
how to incorporate more information into the SG, explore the
impacts of inaccuracies or imprecision in the SGs, and the
generality of T4PC with SGs tailored for other domains.

C. Relational Specifications

SGs offer the potential to leverage specification methods
appropriate to graph-structured data, such as relational first
order logic (RFOL). RFOL includes set theoretic, relational,
and logical sub-languages. The set theory support includes
standard operators, e.g., intersection (∩), containment (∈), and
equality (=), and important constants, e.g., the empty set (∅).
The relational support includes operators like relational image
(.) and inverse image (.ˆ). The logical sub-language includes
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Fig. 1: Overview of T4PC (left) and sample camera input from ego vehicle and a portion of its scene graph abstraction (right).

the usual logical connectives. Recent work on monitoring
safety driving properties [19] introduced a domain specific
language called “Scene Graph Language (SGL)” that contains
low-level SG querying functions to facilitate the specification
and checking of properties. SGL is sufficient to express all of
the RFOL operators described earlier, allowing RFOL to be
compiled for efficient evaluation over SGs. For example, ϕ2

in Table I, which states “If the ego lane traffic light is red or
yellow, then ego should stop,” has its precondition evaluated
as true in Figure 1b, since ego is on a lane with a red light.

D. Runtime Enforcement & Informed Machine Learning

Purely data-driven approaches to learning may exhibit poor
performance when there is insufficient data to train a gener-
alized DNN, or when the trained DNN must meet constraints
dictated by natural laws, regulations, or guidelines [45]. Run-
time enforcement techniques complement learning approaches
by monitoring and correcting system behaviors at runtime
to ensure compliance with specified properties. For exam-
ple, REDriver [46] can enforce AV properties based on the
perception output of the system. While runtime enforcement
acts after a system has made a decision, informed machine
learning seeks to integrate prior knowledge directly into the
training process [47], enabling the system to internalize such
constraints. Different sources of knowledge can be repre-
sented in different ways like: algebraic equations, logic rules,
or knowledge graphs. Moreover, this field has developed
multiple strategies to integrate these representations into the
machine learning pipeline by, for example, adding training
data, modifying the network architecture, adding regularization
terms, shaping a reward function, or altering the optimiza-
tion. Among these strategies are techniques for modifying
reinforcement learning algorithms rewards to satisfy temporal

properties [48]–[50], enriching the loss term used in training
to integrate algebraic equations [51]–[53], and logical formu-
las [22]–[25]. A key difference between these approaches and
ours — and the novelty of our approach — is that T4PC
uses sensor input abstractions (SGs) for evaluating safe driving
property preconditions, to selectively integrate loss functions
capturing postcondition violations on DNN outputs, enabling
the enforcement of system-level properties during training, as
we explain in the next section.

III. APPROACH

To improve the property conformance of learned compo-
nents, we address two key challenges. First, we develop a
novel approach to evaluate property preconditions over high
dimensional sensor inputs. Second, we develop a method
for incorporating loss terms to minimize property violations
while maximizing DNN accuracy. In addressing these chal-
lenges, we also propose solutions to address the issues of
data sufficiency—that there is enough data for each specified
property—and property consistency—that the set of properties
do not conflict. These methods are integrated into the Training
for Property Conformance (T4PC) approach.

A. Overview

Figure 1a depicts the two phases of T4PC. The property
label generation phase (blue) takes a dataset, (x, y) ∈ D, and
set of correctness properties, P , and enhances the dataset, D∗,
prior to training. The training for specification conformance
phase (green) uses the enhanced dataset and properties to train
a given DNN architecture, N , and an optional set of pre-
trained weights, θ, to produce an enhanced DNN, N∗, that
better conforms to the properties.
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TABLE I: Properties with preconditions (ϕX ) in RFOL over SGs and postconditions (ϕY ) as DNN output constraints.

Prop (Rule) English description ϕX ϕY
ϕ1 (46.2-816) If ego has an entity within 10m in front and in the same

lane, then ego should stop.
ego.dist(≤, 10) ∩ ego.on.ˆ on ∩ ego.infront ̸= ∅ N(x).acc ≤ −0.25

ϕ2 (46.2-833) If ego lane traffic light is red/yellow, then ego should stop. ego.controlled.Tlight.color ∈ {red, yellow} N(x).acc ≤ −0.25
ϕ3 (46.2-888) If ego has no entity within 25m in front and in the same

lane, there is no red or yellow traffic light, and there is
no stop sign, then ego should accelerate.

ego.controlled.stopsign = ∅ ∧
ego.controlled.Tlight.color ̸∈ {red, yellow} ∧
ego.dist(≤, 25) ∩ ego.on.ˆ on ∩ ego.infront = ∅

N(x).acc ≥ 0.25

ϕ4 (46.2-833) If there is a green traffic light and nothing in front of ego
in the same lane within 10m, then ego should accelerate.

ego.controlled.Tlight.color = green ∧
ego.dist(≤, 10) ∩ ego.on.ˆ on ∩ ego.infront = ∅

N(x).acc ≥ 0.25

ϕ5 (46.2-802) If ego is in the rightmost lane and not in a junction, then
ego should not steer to the right.

ego.on.right = ∅ ∧ ego.junction = ∅ N(x).steer < 0.07

ϕ6 (46.2-804) If ego is in the leftmost lane and not in a junction, then
ego should not steer to the left.

ego.on.left = ∅ ∧ ego.junction = ∅ N(x).steer > −0.07

ϕ7 (46.2-821) If ego is moving and there is a stop sign affecting it within
10m, then ego should stop.

ego.speed ≥ 0.1 ∧
ego.dist(≤, 10) ∩ ego.controlled.stopsign ̸= ∅

N(x).acc ≤ −1.00

ϕ8 (46.2-821) If ego is stopped and there is a stop sign affecting it within
10m and there is nothing in front in the same lane within
7m, then ego should accelerate.

ego.speed < 0.1 ∧
ego.dist(≤, 10)∩ego.controlled.stopsign ̸= ∅ ∧
ego.dist(≤, 7) ∩ ego.on.ˆ on ∩ ego.infront = ∅

N(x).acc ≥ 0.75

Phase one (blue) accepts a dataset of labeled training
instances, (x, y), and a set of property specifications, ϕi

X =⇒
ϕi
Y ∈ P , where the precondition, ϕX , is specified in relational

first-order logic (RFOL) defined over an abstraction of the
raw sensor input, and the postcondition, ϕY , is defined as a
conjunction of interval constraints in the DNN’s output space.

To evaluate properties over high dimensional sensor data,
each input, x, is abstracted, α(x), and fed to a property
evaluation component along with the associated label, y, and
the properties, P . For an input, x, the pre and postconditions
for all properties are evaluated to produce Boolean vectors
indexed by property index, ϕX (x) = [ϕi

X (α(x)) : i ∈ [1, n]]
and ϕY(x) = [ϕi

Y(x) : i ∈ [1, n]]. The ith property is
active for an input if its precondition is true, ϕX (x)[i], and
it holds for an input if ϕX (x)[i] =⇒ ϕY(y)[i]. The output
of the evaluation component is an enhanced dataset, D∗, that
includes the evaluation results for pre and postconditions along
with the original training instance.

To address the data sufficiency challenge, T4PC checks
whether the ratio between the number of inputs meeting the
precondition for each property and the total number of samples
is above a parameterized threshold. If not, then there is insuffi-
cient data for some precondition and the dataset is augmented
to generate additional training instances, (x′, y′) ∈ D′, which
are then abstracted, evaluated, and added to D∗.

If sufficient data is available for all properties, then T4PC
checks that the properties are consistent relative to the dataset.
This means that if an input satisfies the preconditions of two
properties, then it must be possible to satisfy both of their post-
conditions. Resolving inconsistency among properties requires
that the developer refine the specifications. The enhanced,
augmented, and sufficient dataset, D∗, for a set of consistent
properties, P , is then used as input for the second phase.

Phase two (green) takes the dataset, D∗, the properties, P ,
and a deep neural network, N , as input. To accommodate the
application of T4PC to pre-trained networks, the set of network
parameters, θ, can be provided as input as well. When θ is
understood from the context we write N(θ) as N .

T4PC splits training for a data item, (x, y, ϕX (x), ϕY(y)) ∈
D∗, into the calculation of two loss terms. The main masked
loss term which typically consists of computing Lm =

∥N(x) − y∥, but in T4PC also incorporates a check of
ϕX (x) =⇒ ϕY(y) to mask the loss of any property
violations present in the training data. The property loss term
computes, for each property i, the distance from the DNN
prediction to the nearest point satisfying the postcondition,
Lϕi = ∥N(x)− ϕi

Y∥.
To appropriately blend the n + 1 loss terms, T4PC uses

the framework of Lagrangian dual optimization. In this
process, the property losses, [Lϕ1 , . . . ,Lϕn ], are combined
with the main loss, L, to produce a single loss, L∗, that
aims to balance the performance of the DNN—matching
training labels—and conformance with specifications. This
loss term is used to update the DNN parameters, θ′, through
backpropagation. Training iterations continue for a specified
number of epochs at which point the final DNN, N∗, is
produced. By considering the abstracted sensor inputs during
training time, T4PC produces N∗, with the aim of achieving
the original training goal and also higher levels of property
conformance. A more detailed description of T4PC follows.

B. Property Label Generation

The objective of this phase is to make a given dataset
amenable for training a DNN for property conformance.

1) Abstract Inputs: To enable the evaluation of precondi-
tions over inputs with high-dimensional sensor inputs such
as image data, T4PC uses scene graphs as an abstraction of
sensor inputs, α = sg. Prior work [18], [19] has shown one can
define a scene graph abstraction based on a set of properties.
This involves identifying the kinds of entities and relations
mentioned across a set of properties and using those to define
the vertex and edge sets of the SG.

For example, given the set of preconditions, ϕX , for the
properties shown in Table I, extracted from the Virginia
Driving Code [54], the set of relations in an SG must include:
dist(op, d), relations indexed by relational operator, op, and
distance, d; and on, infront , light, color, speed, stopsign,
right, junction, and left . We note that color and speed
define attributes—a special class of relations whose image is
a singleton set. Generating such SG permits the evaluation of
preconditions over α(x) using methods from [19].
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Figure 1b depicts an image and its associated scene graph
which satisfies the preconditions of ϕ1 and ϕ2. In this SG,
the family of distance relations includes: d4 meaning that the
distance is less than or equal to 4m, and d7to10 meaning the
distance is between 7m and 10m, both of these are included
in the relations defined by dist(≤, 10).

2) Evaluate Properties: Evaluating ϕX involves compiling
the precondition to a traversal of the SG; e.g., for ϕ1

X on
the SG from Figure 1b, this determines that the set of
vehicles that occupy the lane of the ego vehicle, specified as
ego.on.ˆ on, includes a vehicle, car1, that lies in the image of
relation dist(≤, 10) relative to ego. For ϕ2

X , the SG traversal
determines that the color of the light governing the ego vehicle
lane, ego.controlled.Tlight.color, is red, so this precondition
is also satisfied. The Boolean evaluations of all preconditions
on α(x) are stored, ϕX (x), for use in subsequent processing.

Postconditions, ϕY , are formulated over DNN outputs,
N(x), which for a training instance is the label, y. In this
work, postconditions are conjunctions of axis-aligned linear
constraints which define hyper-rectangular constraints in the
DNN output space. Given a training instance, (x, y), we can
evaluate the postcondition ϕY(y) by directly evaluating the
linear constraints. For example, both ϕ1 and ϕ2 have the
same postcondition, N(x).acc ≤ −0.25, which requires the
acceleration output of the DNN to indicate deceleration. The
Boolean outcomes of evaluating all postconditions on labels,
y, are stored, ϕY(y), for use in subsequent processing.

We store pre and postconditions separately, since this allows
us to efficiently determine whether a training instance satisfies
a precondition, ϕX (x), and property, ϕX (x) =⇒ ϕY(y).

3) Data augmentation: This module addresses the need for
data sufficiency relative to property preconditions. A dataset
must have enough training samples that satisfy each property
precondition, ϕi

X , in order for DNN training to be able to learn
to conform to the property. Let

D∗
ϕi
X
= {x : x ∈ D∗ ∧ ϕX (x)[i]}

be the input samples that satisfy ϕi’s precondition. A dataset
is insufficient for a property, ϕi, if the ratio of training inputs

that satisfy its precondition is below a threshold,
|D∗

ϕi
X
|

|D∗| < δ.
If this inequality holds, then we must generate at least ti =⌈

δ|D∗|−|D∗
ϕi
X
|

1−δ

⌉
new inputs for D∗ through augmentation that

satisfy the precondition; this is the least integer value added to
the numerator and denominator of the left side of the threshold
inequality that guarantees it will be false.

To minimize the impact of augmentation on the data
distribution, we wish to transform elements of the dataset
that are the closest to satisfying ϕi

X . Since preconditions are
formulated over α, we define “distance to satisfaction” as:

∥x− ϕi
X ∥ = min

x′∈D∗
ϕi
X

∥α(x)− α(x′)∥

as the minimum distance from x to a training input x′ that
satisfies the precondition. This provides a pool of transforma-
tion candidates, C = {(x, d) : x ∈ D∗ ∧ d = ∥x− ϕi

X ∥}. We
then select ti values to augment, D′ ⊆ C, where |D′| = ti,
and ∀(x′, d′) ∈ D′ : ∀(x, d) ∈ C − D′ : d′ ≤ d. As we

discuss next, it may be possible to augment the same data
point multiple ways; if so, |D′| ≤ ti.

We augment the dataset using metamorphic transformations.
A metamorphic transformation consists of a pair of functions
f : X → X and g : Y → Y that modify the input and output,
respectively, while preserving a consistency relationship such
that for any correct implementation, h : X → Y , the
transformation ensures that ∀x, y : g(y) = h(f(x)). Such f
and g must be carefully crafted by the developer with respect
to the requirements to ensure this validity holds.

To illustrate, consider a driving dataset where inputs, x =
(i, s), consist of an image, i, and the speed, s, of ego
vehicle, with outputs, y, defining acceleration. A property
might specify that: “if there is a car stopping in front of the
ego vehicle and ego vehicle speed is greater than 5 km/h, then
ego vehicle should stop”. An input x containing an image
that shows a car with its brake lights illuminated in front
of the ego vehicle and a speed of 2 km/h, does not satisfy
the precondition of the property because the speed is less
than 5 km/h. This input could be augmented using function
f(x) = (i, rand(minSpeed,maxSpeed)) that (potentially
repeatedly) chooses a speed within the speed range, and
g(y) = y to preserve the output. If a data point had a speed of
10km/h, but the image lacked the car in front of ego, a function
f(x) = (addCarFrontEgo(i), s) could be used [55].

4) Check Consistency: T4PC is designed to train for con-
formance with a set of properties. It is possible, however, that
two properties are inconsistent. For example, if we modified
the precondition of ϕ1 to use an equality rather than the dise-
quality, then this precondition would subsume the precondition
of ϕ4, which additionally constrains the color of the light
governing the ego vehicle lane. Having such properties would
be problematic because ¬∃y : ϕ1

Y(y) ∧ ϕ4
Y(y), which means

that it would be impossible to satisfy both of these properties.
T4PC requires that the set of properties, P , be defined so as
to avoid such situations.

Given a universe of scene graphs, U , one can determine
whether the preconditions of two properties, ϕ and ϕ′, overlap
by evaluating ∃u ∈ U : ϕX (u) ∧ ϕ

′

X (u). Given a distribution,
D, of sensor inputs, if U were guaranteed to subsume all scene
graphs that could occur, ∀x ∼ D : α(x) ∈ U , then it would
be sound to use such an approach. Determining such a U is
challenging, moreover existing approaches to reasoning about
RFOL do not scale to graphs of the size that we have observed
in realistic driving scenes [56].

We approximate the above check by computing the co-
satisfaction of precondition pairs evaluated over the dataset:

O = {(i, j) : 1 ≤ i < j ≤ n∧x ∈ D∗ ∧ϕX (x)[i]∧ϕX (x)[j]}

A set of properties is consistent if ∀(i, j) ∈ O : ϕi
Y ∧ ϕj

Y .
For a general class of postconditions, including the hyper-
rectangular constraints used in this work but generalizing well-
beyond that, we can encode the check for consistency as an
SMT problem in the theory of linear real arithmetic. Since
there are at most n2

2 pairs of matching preconditions and
postconditions are not overly complex, this is a very efficient
check; for the properties in Table I the total time for all checks
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is less than 0.01 seconds. Inconsistent pairs of properties are
reported to the user who must refine them and restart T4PC.

We note that the lack of soundness of dataset consistency
is not a problem for T4PC. This is because the training
process, described below, only assumes dataset consistency in
computing property loss.

C. Training for Specification Conformance

The purpose of this step is to use our enhanced dataset D∗ to
train a DNN for specification comformance by incorporating
the defined properties into the optimization.

1) Main Masked Loss: When a training instance, (x, y),
violates a specification, ∃i : ¬(ϕX (x)[i] =⇒ ϕY(y)[i]),
there are several possible solution strategies. For example, one
could provide this feedback to the DNN developer and ask
them to refine the training instance, similar to our approach
for property inconsistency, but this could be expensive for
developers. We adopt a more permissive approach that allows
for violating training data, but masks the main loss term—
since it may bias training away from property conformance—
and effectively uses the input, x, to perform a kind of weak-
supervision based on property loss.

Given a deep neural network prediction N(x), a data label
y, and property labels ϕX (x), ϕY(y), the main masked loss L
is defined:

Lm(N(x), y) =

{
0 if ∃i : ϕX (x)[i] ∧ ¬ϕY(y)[i]

l(N(x), y) otherwise

where l is a traditional loss function, such as, MSE, MAE, or
cross-entropy. If any property is violated by the training pair,
(x, y), then we say that the main loss is masked.

For example, consider a property “if there is a red light
governing the ego lane, the ego vehicle should stop”, and a
data point for which the input image contains a red light, but
its label says that ego should accelerate instead of stop. In
this case, the framework will mask the main loss for that data
point since the ground truth label for that input is wrong with
respect to the property. This step is important because we do
not want the DNN to learn behavior that does not conform to
the specified properties.

2) Property Loss: When properties are violated, T4PC
biases training towards their satisfaction. It takes in the DNN
predictions, N(x), the precondition labels ϕi

X (x) and the
postcondition labels ϕi

Y(y) for each property, and computes
a loss for each property, Lϕi . In this section, we define
property loss for a general class of postconditions containing
multiple output variables expressed as hyper-rectangular (HR)
constraints in the output space of a DNN. This class is
sufficient for expressing a range of properties from the recent
literature [18], [19], but we note that further generalization of
postconditions, e.g., to disjunctions of HR postconditions, and
to polyhedral postconditions, could be valuable. For example,
handling disjunctions would allow for collision avoidance
specifications like: “if ego’s speed is more than 10mph and a
vehicle is 4m in front, and no vehicles are to the left or right,
then the ego steering should be aggressively left or right”.

Such specifications could be supported by an extension of this
framework, but we leave that to future work.

Let N ’s output space be Rm and for y ∈ Rm let y[i] denote
the coordinate value of its ith dimension. A set of m intervals,
I = {[li, ui] : i ∈ [1,m]}, forms the basis for defining an
HR postcondition, ϕy =

∏
[l,u]∈I [l, u]. Let ϕy[i] denote the

interval for the ith dimension, [li, ui]. The distance from a
scalar value, v, to a closed interval is:

∥v − [l, u])∥ =

{
0 if l ≤ v ∧ v ≤ u

min(∥l − v∥, ∥v − u∥) otherwise

Lifting this distance to the vector of DNN outputs and
associated postcondition intervals gives the property loss:

Lϕi(N(x)) =

{
∥N(x)− ϕi

Y∥ if ϕX (x)[i] ∧ ¬ϕY(N(x))[i]

0 otherwise

D. Lagrangian Optimization

ϕ1
Y

ϕ2
Y

N(x)

Lϕ1

Lϕ2

L∩

Fig. 2: Property loss (- -),
combined loss (. .)

As depicted in Figure 2, for
each property that is violated a
separate loss term is computed,
e.g., Lϕ1 and Lϕ2 . These losses
are combined in order to bias
training towards conformance of
all properties. This combined
loss, L∩ in the figure, approxi-
mates the distance to the intersec-
tion of the active postconditions
as depicted in the grey region of
the figure. To blend the main masked loss and property loss
terms without requiring parameter tuning, T4PC leverages
Lagrangian dual optimization [57] to learn the blending hy-
perparameters, λi. Our problem’s loss in this framework is:

L∗(N(x), y) = Lm(N(x), y) +

|P |∑
i=1

λiLϕi(N(x))

The λi are initialized to 0 and updated after every training
epoch by incorporating the property-specific loss:

λk+1
i = λk

i + ρi
∑

(x,...)∈D∗

Lϕi(N(x))

The hyperparameter ρi is the Lagrangian update step which
can be set for each property to control the rate of change
of λi. Property loss weights are initially zero, λ0

i = 0. If
a property, ϕi, is violated then its weight, λi, is updated in
proportion to the cumulative loss within current training epoch
moderated by ρi. This allows the optimization process to adapt
during training to determine how to weight property loss—to
achieve property conformance—while avoiding overweighting
it—which might reduce DNN accuracy.

E. Limitations

T4PC enables training a DNN to improve property con-
formance. However, the approach for T4PC is limited in the
expressiveness of the properties that can be leveraged for
training. In order to apply the property loss regime specified
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in Section III-C2, the property must be specified over a single
input-output pair describing the expected behavior in response
to each input. For example, a property could say “if there
is a green light, acceleration must be positive” as this is
evaluated over a single input (whether there is a green light in
the abstract input representation) and a single output (whether
the resultant acceleration is positive). These properties are
described formally in RFOL. This allows T4PC to assign the
attendant property loss to each input to guide the training
through backpropagation. However, autonomous vehicles are
bound by richer temporal properties that span multiple inputs
and outputs; for example, “the vehicle must stop at the stop
sign before continuing”. This property does not describe the
expected output of the DNN at any particular time step—
whether the vehicle should accelerate or decelerate depends
on whether the vehicle has already stopped or not. This is
not directly expressible in RFOL and requires a form of
temporal logic [19]; this paradigm is not amenable to ascribing
a particular loss based on a single input-output pair. Although
Section V-B demonstrates how T4PC can approximate such
properties during training to improve conformance at runtime,
future work should investigate methods to expand T4PC to
directly leverage these richer temporal properties.

F. Implementation

We instantiated and used T4PC for the following controlled
experiments. We briefly describe 3 implementation details.
For the abstraction we used the same scene graphs (SG)
and scene graph generators used in previous work [18], [19]
whose structure is explained in Section III-B2. To evaluate the
properties over the SGs we utilize the scene graph language
(SGL) [19] to formally specify the properties and check them
over scene graphs. Finally, the main masked loss, property loss
and Lagrangian dual optimization were implemented in Python
using PyTorch [58]. For the family of controlled experiments
we designed an end-to-end training pipeline that includes
these losses and optimization, while for the case study in
Section V, we incorporate the losses in two AV systems
training pipeline. We make our implementation available on
https://github.com/less-lab-uva/T4PC [Archive].

IV. CONTROLLED EXPERIMENT

To study T4PC’s ability to increase property conformance
of a DNN we set the following research questions:

RQ1. How effective is T4PC at training a DNN from scratch to
conform to varying numbers of properties? We explore T4PC’s
performance when applied to train a series of models towards
the conformance of property sets of different sizes.

RQ2. How efficient is T4PC in training a DNN to conform to
multiple properties? We explore how the number of properties
targeted affects the training time, as well as the trade-offs
between training time and performance gains when training
for different periods.

RQ3. How effective is T4PC at fine-tuning a DNN to conform
to single properties?

We defer studying the treatment combination of fine-tuning
for multiple properties to the case study in Section V.

To answer these research questions, we first introduce the
dataset used for training and evaluation, followed by the
navigation DNN used in our experiment. Second, we present
a detailed description of the properties studied and describe
our experimental design for both training from scratch and
fine-tuning. Finally, we outline the metrics employed to assess
T4PC’s effectiveness in achieving property conformance.

A. Dataset

To ensure high-quality data collection, we utilized TCP [59],
an end-to-end AV system (that we later study as a whole
in Section V), currently ranked number 3 in the CARLA
leaderboard challenge [60], which evaluates the driving pro-
ficiency of autonomous agents in realistic traffic scenarios.
We collected a dataset of 400,487 frames each containing an
image, steering angle, acceleration, and scene graph using the
CARLA [61] simulator. Following the procedure defined by
the TCP system, we collect data from 6 CARLA environments,
also known as “Towns”, that cover a range of driving land-
scapes, from urban to rural, including single and multi-lane
roads, and various weather and lighting conditions. For each
town, the TCP procedure executes many routes, where each
route contains a series of waypoints that the ego vehicle must
follow until reaching the destination. Depending on the town,
between 321 and 480 routes are collected. The entire dataset,
over 137 GB, is available to download in our repository.

During the data collection phase, we use a plugin [42] that
interfaces with the CARLA Python API to generate ground-
truth scene graphs (our abstraction α)1, adopting the SG
parameterization used in prior work [18], [19]. We use ground-
truth SGs to enable analysis of T4PC independent of noise or
faults in scene graph generators over sensor data; however,
the current pace of research in scene graph generation [62] is
encouraging for the future application of T4PC in practice.

B. AV Navigation DNN

We focus on a DNN that can be used by an AV to navigate
in an environment. To facilitate experimentation, we trained
our own DNN so we could manipulate the properties that we
optimize for and use different data. Note that the next section
complements this controlled setup by applying T4PC to two
real systems in a simulated environment. The AV will capture
images through its front camera and feed them to the DNN;
the DNN will output a steering angle and acceleration signal
that the AV will use to move around. Both DNN outputs are
normalized to the range [−1, 1]. For acceleration, a value of
-1 is the strongest signal for braking, while a value of 1 is
the strongest signal for accelerating. For steering angle, these
values represent a range between -70 and 70 degrees. Similar
to prior work using SG for AVs [18], we leverage a pre-trained
ResNet34 backbone since it is used by the top 3 ADS [59],
[63], [64] in CARLA leaderboard, though with a modified
output layer to predict acceleration and steering angle.

1Data from 2 out of 8 towns were not collected due to incompatibilities
between the CARLA versions used by TCP and by our instrumentation plugin.
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C. Properties

We define six safe driving properties for this experiment.
Their English description and logic formula for their pre and
postconditions are shown in the first part of Table I (ϕ1–ϕ6).
We do not include ϕ7 and ϕ8 as their preconditions require
the ego vehicle speed, and the AV navigation DNN used in
this experiment does not take that as input (we consider them
in Section V). The first 4 properties state a postcondition in
terms of the model’s acceleration output, while the following 2
properties state a postcondition in terms of the model’s steering
angle output. Among the 4 acceleration properties, ϕ1 and ϕ2

expect a negative acceleration as they enforce a stop action,
while ϕ3 and ϕ4 expect a positive acceleration.

D. Experimental Design

We perform three distinct experiments to answer each
research question. For each question we train two types of
DNNs: base DNNs (B) that only include the main loss function
computed from the data labels, and treatment DNNs (M)
using T4PC that also account for property conformance. Since
we do not explore augmentation in this experiment, we have
no metamorphic functions to be defined. All the DNNs, B and
M, throughout the three research questions are based on the
architecture described in Section IV-B, trained for 15 epochs2,
using batches of 256 images, with the same dataset. We use
a Stochastic Gradient Descent (SGD) optimizer, a constant
learning rate (lr) of 10−4, and a ρ for the property losses of
0.1. For training every DNN, we used 8 CPU cores, 128G of
RAM, and 1 A100 GPU.

To account for the variation across towns and routes, we
implemented leave-one-out cross-validation, leading to 6 splits
with 5 towns used for training and validation, and 1 town
used for testing3. We train and evaluate a DNN for each split,
leading to 6 DNNs per type. The metrics are reported on the
aggregate of the test results obtained from each split.

E. Metrics

We define 2 types of metrics: violation improvement, and
loss improvement, using percentages4. These metrics represent
the difference between the property violations (Vimp), the
steering angle (Ls

imp), and acceleration (La
imp) loss of the

baseline, B, and the DNN that uses property loss, M. For
each of the metrics, a higher score indicates an improvement
of performance, with a value of 100.00% meaning that M
has removed all violations present in B. Higher values of
Vimp indicate that T4PC is effective at improving property
conformance. Note that while higher values of Ltype

imp are
better, a 0.00% would indicate that T4PC did not decrease the
performance of the baseline DNN with respect to the original
loss. Formally:

Vimp =

∑|Splits|
i=0 v(Bi)−

∑|Splits|
i=0 v(M i)∑|Splits|

i=0 v(Bi)
× 100

2We show why 15 epochs is adequate as part of Section IV-G1.
3The number of samples in each split/town can be found in the appendix.
4Violations per property and split are available in the appendix.

Ltype
imp =

∑|Splits|
i=0 Ltype(B

i)−
∑|Splits|

i=0 Ltype(M
i)∑|Splits|

i=0 Ltype(Bi)
× 100

Where v is a function to obtain the number of violations
for a given DNN. To aggregate the results from the 6 split
cross-validation, we sum the number of violations/loss across
the splits. These sums are used for computing Vimp , Ls

imp ,
and La

imp respectively.

F. RQ1-Training towards property conformance

1) Setup specific to experiment: We train 6 baseline B
DNNs (one per split). We also train with T4PC for each of the
6 splits using varying combinations of the first 6 properties in
Table I. This results in varying numbers of M DNNs, based
on combinations of the 6 properties. Specifically, choosing 1,
2, 4, or all 6 properties yields

(
6
1

)
= 6,

(
6
2

)
= 15,

(
6
4

)
= 15,

and
(
6
6

)
= 1 combinations, respectively. Each combination is

evaluated across 6 data splits, resulting in a total of 36, 90,
90, and 6 M DNNs, respectively.

2) Results: The first four subfigures of Figure 3 show the
results for the treatments (instances of 1 prop, 2 props5, 4
props5, and 6 props6). The x-axis measures the main loss
improvement for steering ( ) and acceleration (×). The y-axis
measures the violation improvement where 0.00% means that
B and M cause the same number of violations, and a value of
100.00% means that, different from B, M does not violate the
property. Negative values in either axis means that DNN M
has either a higher loss or more violations than its counterpart
B. Ideally, M will result in observations at the top (violation
improvement > 0) and center-right (loss improvement ≥ 0)
of each figure—reducing violations but retaining the original
performance of B. To ease the reading of Figure 3, we used
dashed lines to represent acceleration properties and solid lines
to represent steering angle properties, and we included the total
number of violations from B and M respectively.

We first focus on training for one property. Starting from
the top of the graph in Figure 3 (1 prop), when T4PC is
applied to conform to ϕ5, M achieves a 100.00% violation
reduction over B (from 5,912 violations to 0), meaning that it
was able to learn not to violate the property unlike the base
DNN. Applying T4PC to the first four properties (acceleration
properties), shows a range of gains from 79.66% to 34.10%,
depending in part on the DNN’s capability to identify the
property precondition features. For example, features such
as detecting traffic light by color (ϕ2, ϕ3, ϕ4) are readily
identified by models like Detectron2 [65]. In contrast, distance
features like entities within X meters (ϕ1 and ϕ3), are hard
to estimate by using a monocular camera [66]. The low
improvement for ϕ3 may be due to the DNN’s difficulty in
recognizing whether a car is within 25m in the same lane as
ego. More than 83% of the violations occur in the 6th split
where Town 10 is used for testing. This town contains parked
cars that can confuse the DNN, causing it to fail to satisfy the

5 Since the 2 props and 4 props sets contain 5 and 10 more property
combinations than 1 prop, we scale up the number of B violations (number
to the left of the colored arrows) to serve as a baseline.

6Since we train a single DNN to satisfy the 6 properties simultaneously,
the main loss differences (dots and crosses) are the same for all properties.
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Fig. 3: Experiment results when training from scratch with 1, 2, 4, and 6 properties, and fine-tuning with 1 property.

property thus decreasing conformance. At the bottom of the
graph we note that T4PC was not able to provide gains for ϕ6

(0.00%) as B already does not violate the property.
Beyond violation improvements, the mostly central position

of the dots and crosses indicate that the main losses for most
properties do not vary much from the baseline. The average
loss improvement percentage for both losses is -0.27. However,
the reduction in violations for ϕ3 led to more noticeable
negative loss improvements, likely due to the DNN’s inability
to identify preconditions, thus biasing predictions towards
positive accelerations. The experiment in Section V explores
this further by deploying such DNNs in simulation.

The trends observed when improving conformance of single
properties extend mostly to multiple properties. As we increase
the number of properties included in the optimization (2, 4,
and 6 props in Figure 3), we observe that violation reductions
achieved by T4PC for individual properties decrease, while
the main losses improve. This trend can be attributed to the
increased competition among properties: when multiple con-
straints are optimized together, their effects on the network’s
outputs can counterbalance one another. For example, some
properties may encourage acceleration while others promote
deceleration, or may favor steering in opposite directions. This
interplay among property objectives balances the network’s
behavior, leading to improved performance on the main losses.

We also note that the properties that perform the best have
the largest amount of data satisfying their preconditions, have
preconditions with easier-to-detect features, or both. For exam-
ple, ϕ5 and ϕ2—which have around 210k and 120k datapoints
per split satisfying the preconditions, respectively—exhibit
higher violation reductions than other properties. This is
not only due to their broader coverage in the dataset, but
also because their preconditions are simple to identify: ϕ5

involves detecting a curve to the right, which implies being the
rightmost lane, and ϕ2 corresponds to the presence of a yellow
or red traffic light. Although ϕ4 has the fewest datapoints
satisfying its preconditions (23k), it still performs relatively
well, likely because its precondition—detecting a green traffic
light—is easy for the network to recognize. In contrast, ϕ3 has
57k datapoints satisfying its precondition but performs worse,

likely due to the greater difficulty of detecting entities within
25 meters, as discussed earlier in this section. This imbalance
in both coverage and precondition complexity helps explain
which properties benefit most from the optimization.

Despite the competition, we highlight that none of the prop-
erties experiences a negative violation improvement, demon-
strating that even with multiple properties pulling the model in
different directions, the optimization process yields consistent
safety benefits without introducing regressions.

T4PC is able to train DNNs optimizing for multiple
properties at the same time, reducing property viola-
tions and in some cases improving the main losses.

G. RQ2-Training-time efficiency with multiple properties

To evaluate the efficiency of T4PC, we consider two dimen-
sions: (1) the training-time overhead incurred when targeting
an increasing number of properties simultaneously, and (2)
the trade-offs between training time and performance gains as
models are trained for longer periods.

1) Efficiency in Terms of Training Time: We assess how
well T4PC scales by measuring the per-batch training cost
as the number of properties increases. To do so, during the
evaluation of RQ1, we instrumented the training phase to
record the time taken for each batch, including the forward
pass, the calculation of the original loss and, for T4PC, the
property loss, as well as the backpropagation step to update
the DNN weights.

The box plots in blue (left) in Figure 4 show the distribution
of time taken per batch (measured in milliseconds in the left-
axes), while the black dots show the median time taken to
train 15 epochs (measured in minutes in the right-axes), all
across the number of properties targeted during training. For
the baseline models, targeting zero properties, the median
batch time is 232ms. When targeting one property, the me-
dian batch time is 612ms due to the overhead incurred by
T4PC; although substantial in relative terms, the successful
application of T4PC through the other RQs demonstrate its
feasibility. Increasing to 2, 4, and 6 properties incurs only a
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Fig. 4: Time to train a batch (blue, left-axes) and median time
to train for 15 epochs (dot, right-axes), across property sets.

minor increase in the median time on the order of a millisecond
per additional property, or less than 1%. Through the black
dots we can see how these values scale when training the
different models for 15 epochs of 1,351 batches each. Neither
the box plots nor the black dots include the I/O time of loading
images and labels which adds approximately 100 minutes with
high variability to both baseline and T4PC. In this context, the
overhead of T4PC is practical and similar to the overhead of
other parts of the training process.

2) Cost-effectiveness of Training Longer: To examine the
cost-effectiveness of training over extended durations, we
trained a model with property loss for 72 hours—the maximum
time allowed per GPU partition on our SLURM server—using
the same hyperparameter and hardware settings described in
Section IV-D. We focused on the most challenging setting:
optimizing the first six properties from Table I, completing
156 epochs within the time limit. To account for variance, we
repeated the experiment three times using the same data split,
resulting in three trained models.

Figure 5 shows the average total number of property vio-
lations computed over the 3 trained models during validation,
with a 2 standard deviation interval shaded in gray. At epoch
0, there are 10,099 violations. By epoch 15, the number of vi-
olations is 742 (a 92.7% reduction), and by epoch 63, it drops
to 364 (a 96.4% reduction)—the minimum average of total
violations across all epochs. This additional 3.7 percentage
point improvement comes at a significant computational cost:
training for 15 epochs takes approximately 5 hours, whereas
63 epochs—required to achieve the additional gain—take 21
hours, representing over 300% more training time.

T4PC scales efficiently to multiple properties, adding
only minimal overhead per batch, and a significant
percentage of the gains are obtained early in training.

H. RQ3-Fine-tuning towards property conformance

1) Setup specific to experiment: To answer this question,
we need to fine-tune existing DNNs. We use the 6 baseline
DNNs (B) from Section IV-F as a starting point, fine-tuning
each for 15 additional epochs on the same data split and

dataset. The fine-tuning process using only the loss function
computed from the data labels results in 6 fine-tuned base-
lines, Bft, while the fine-tuning process using T4PC towards
conformance for 6 properties renders 36 new DNNs, Mft.
For fine-tuning the DNNs we use a smaller lr of 10−5.

2) Results: Figure 3 with “Ft 1 prop” label summarizes the
results. Overall, the violation improvements show a similar
trend as in Section IV-F. All but one property shows clear
violation reductions, with the only property not seeing gains
(ϕ6) having the baseline DNN already achieving 0 violations.
ϕ5 achieves a 98.43% violation improvement, and the other
4 properties show between 35.01% and 76.55% violation
improvement. For the properties involving acceleration, except
for ϕ1, violation improvement comes at the cost of main loss
decreases that are more noticeable than when training the DNN
towards property conformance from scratch (shown in Section
IV-F). For example, the DNN acceleration loss for ϕ4 went
from 2.59% when training from scratch to -15.27% when fine-
tuning towards conformance. We conjecture that the reduction
in main loss arises from the base DNNs trained with data
labels having achieved a local minimum with respect to the
main loss. Thus, fine-tuning those DNNs for conformance to
those properties is likely to have moved them away from that
minimum. In such cases, the engineer will have to analyze
the effect of increases in main loss in light of the decrease
in violations. In Section V we deploy a navigation DNN in
simulation to assess the true impact of such losses.

T4PC is able to fine-tune existing DNNs, reducing
number of violations, albeit with more noticeable
differences in main loss, showing its effectiveness at
reducing violations of existing highly trained DNNs.

I. Threats to Validity of Findings

The validity of our findings across the family of experiments
suffers from 3 key threats.

First, the starting navigation DNN, the collected dataset, and
the properties selected allow us to conduct a family of studies
where we can manipulate the conditions under which T4PC
is applied in order to answer multiple research questions.
However, the external validity of this selection limits the reach
of our findings. The DNN architecture was the same as used
in prior work [18], but more complex architectures and pa-
rameterization may offer different tradeoffs when training for
conformance. The collected dataset also came from CARLA,
following the same procedures and environments employed by
similar systems [59]. Yet, differences in sensors, their fidelity,
and their rates, for example, may impact T4PC. The selection
of properties was inspired by work encoding driving rules [19]
that were relevant to the chosen navigation DNN. Although the
6 properties we use are representative of many others, there
are still many properties that would require a more expressive
abstraction and language to be incorporated into T4PC.

Second, the implementation of T4PC involves many com-
ponents, from the scene graph generator to the Lagrangian
optimization, of considerable complexity and with many con-
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Fig. 5: Average validation property violations with 2 std interval when training for 72 hs.

figurable parameters. Although we have tested those compo-
nents in different configurations, they may still contain faults.
We make them available, as well as raw and intermediate data,
for the community to reuse and assist in improving them at
https://github.com/less-lab-uva/T4PC [Archive].

Third, from a construct validity perspective, in these exper-
iments the DNNs trained for conformance are judged against
a validation set in terms of property violations and main loss.
This assessment is limited in that it computes those metrics
against an evaluation dataset and the impact of changes in the
main loss metric in the absence of an enclosing system context.
We address this concern in the next section by applying
T4PC to a real autonomous system, running it in a simulated
environment that provides a range of driving metrics.

V. CASE STUDY IN SIMULATION

This study aims to broaden the T4PC effectiveness assess-
ment from Section IV along 4 dimensions: 1) target two AV
systems developed by third parties with different architectures
and consuming multiple inputs; 2) fine-tune each system for
multiple property conformance; 3) deploy the systems in a
series of CARLA [61] simulated environments; and 4) judge
the systems using CARLA’s driving assessment measures.

A. Target Systems and Execution Environment

We target the TCP [59] and Interfuser [63] AV systems,
two of the three best performing in the CARLA Leaderboard
competition [60]. These systems were selected due to their
strong performance and architectural diversity. TCP is a fully
end-to-end DNN, while Interfuser combines a DNN with a
rule-based module written in Python. Since T4PC requires the
entire system to be differentiable, we approximate the relevant
portions of Interfuser’s coded module with a DNN during
training to enable the use of our property-based loss function.7

TCP takes in a single image from an RGB camera, the ego’s
speed, and the target waypoint. Its architecture includes a
ResNet34 [67] image encoder, and two GRU [68] branches
for steering angle and acceleration predictions. In contrast,

7In principle, any coded module could be approximated using a data-
driven method such as a DNN. However, such approximations become more
difficult and require more data and sophisticated architectures as the module
complexity increases or incorporates internal states.

Interfuser takes in images from 3 RGB cameras, a LiDAR
point cloud, the ego’s speed, and the target waypoint. It fea-
tures a ResNet50 image encoder and a ResNet18-based LiDAR
encoder. These features are fused using a transformer encoder-
decoder, which outputs ten future waypoints, a semantic
feature map, and traffic-related information, including traffic
light status, stop sign presence, and intersection detection.
These outputs are then passed to a coded controller, which
produces the final steering angle and acceleration commands.
As we only target acceleration-based properties for Interfuser
(explained in Section V-B), we only need to approximate the
acceleration portion of the controller. To do so, we collected
the inputs it consumes and the acceleration outputs it produces
over the same dataset, and trained a DNN that achieved 0.04
Mean Absolute Error (more details available in the appendix).
Both systems produce a steering angle in the range [−1, 1],
representing -70 and 70 degrees, and acceleration in the range
[−1, 0.75]. We use publicly available pretrained weights from
the respective repositories. For evaluation, both AV systems
are deployed in simulation on ten routes in Town 05, which
are excluded from training and validation. This town includes
a variety of roads (e.g., 2-lane roads, 3 and 4-lane highways,
and T intersections) and a variety of entities (e.g., traffic lights,
stop signs, pedestrians, cyclists, cars, and trucks).

B. Properties
Despite its high ranking, we observed that TCP struggled to

comply with stop signs. To address this, we defined two prop-
erties (ϕ7 and ϕ8 in Table I) targeting stop sign behavior. ϕ7

enforces stopping at a stop sign, while ϕ8 promotes resuming
motion once a full stop has occurred. The preconditions of
these two properties differ slightly; ϕ8 includes a constraint
requiring no entity to be within 7 meters ahead, ensuring
safe acceleration, while ϕ7 does not. We adopt a 0.1 m/s
speed threshold—used by CARLA’s low-level controller—to
define when the vehicle is considered “stopped.” If a stop sign
controls the ego lane and speed exceeds this threshold, the
vehicle should decelerate; otherwise, it should accelerate.

Interfuser exhibited violations such as running red lights or
colliding with pedestrians and other vehicles. These failures
align closely with the behaviors targeted by several of the
properties used in the controlled experiment. As a result, we
fine-tune Interfuser with properties ϕ1–ϕ4 from Table I.
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TABLE II: TCP and Interfuser results. Values in bold are statistically significantly better.

(a) TCP scores and infractions

Treatment Driving
Score ↑ Collision

Vehicles ↓ Stop Sign
Infraction ↓ Vehicle

Blocked ↓

T4PC 10% 81.09±6.58 0.13±0.17 0.54±0.20 0.09±0.09
Base 10% 79.20±4.34 0.12±0.14 0.98±0.22 0.00±0.00
T4PC 15% 81.98±5.16 0.16±0.13 0.59±0.18 0.03±0.05
Base 15% 78.37±3.48 0.11±0.09 1.02±0.17 0.01±0.03
T4PC 20% 81.81±4.77 0.10±0.10 0.76±0.23 0.02±0.04
Base 20% 75.99±3.31 0.16±0.10 1.06±0.19 0.01±0.03

(b) Interfuser scores and infractions

Treatment Driving
Score ↑ Collision

Pedestrians ↓ Red Light
Infraction ↓ Route

Timeout ↓

T4PC 10% 58.40±9.22 0.21±0.13 0.42±0.11 0.20±0.15
Base 10% 59.44±8.33 0.19±0.12 0.44±0.12 0.22±0.11
T4PC 15% 63.90±8.33 0.16±0.10 0.24±0.10 0.17±0.14
Base 15% 59.45±8.35 0.15±0.11 0.43±0.10 0.21±0.15
T4PC 20% 62.48±9.16 0.17±0.10 0.19±0.08 0.23±0.17
Base 20% 60.15±6.92 0.28±0.15 0.42±0.11 0.14±0.10

While these properties are relatively simple, they reflect
the single-frame nature of TCP’s and Interfuser’s perception
models. We leave exploring richer, temporal properties that
better capture the full space of traffic rules for future work.

C. Dataset

For training TCP with T4PC, we reused the dataset from
the controlled experiments described in Section IV, which
includes single RGB images, ego speed, and target waypoints,
along with the labels required by TCP [69]. Unlike the original
TCP that used 4 towns for training and 4 for validation,
we used 3 towns for training (1, 4, and 10), and 3 for
validation (2, 5, and 7) because we collected 6/8 towns as
explained in Section IV-A. For training Interfuser with T4PC,
we collected a new dataset using its official data collection
scripts in CARLA. The dataset contains 138,585 frames,
each with 3 RGB images, a LiDAR point cloud, steering
angle, acceleration, and a scene graph. Data was collected
across 6 CARLA towns, and we followed Interfuser’s standard
procedure of executing multiple routes per town, where each
route guides the ego vehicle through a sequence of waypoints.
Following the original Interfuser, we used 5 towns (1, 2, 4,
7, and 10) for training8, excluding two due to collecting data
from only 6 of the 8 towns, as discussed in Section IV-A, and
1 town for validation (5). Details on the data augmentation
used during training are provided in the appendix.

D. TCP Application

We fine-tune the TCP and Interfuser DNNs released by
the authors with and without T4PC9. To fine-tune the DNNs,
we used the same hyperparameters defined by the authors of
TCP and Interfuser. We fine-tuned the DNNs for 5, 10, and
15 epochs for TCP and 3, 5, and 7 epochs for Interfuser,
corresponding to approximately 10%, 15%, and 20% of their
original training schedules of 60 and 35 epochs, respectively.
The decision of 10%, 15%, and 20% matches what is shown
in Figure 5, where we picked 15 epochs to strike a balance
between performance and cost which represents 10% of the
155 epochs. The two greater percentages are meant to sam-
ple from the region where better results appeared without
incurring significant training costs. More details about the
hyperparameters and hardware are provided in the appendix.

8We limit data collection to only the default weather configuration as
changing weather is not part of any property.

9Fine-tuning the DNNs without T4PC allows us to refine it with the same
data we collected from CARLA.

After fine-tuning, we evaluate the DNNs using the 10
evaluation routes described in Section V-A. To account for
variation in training, we train 5 DNNs with T4PC and 5 DNNs
without T4PC, using the 3 different number of epochs, for
a total 30 DNNs per AV system. Likewise, to account for
variation during the evaluation of the DNNs in simulation, we
ran each DNN in CARLA 5 times. We then group the results
by epochs trained and whether it was trained with T4PC or not,
resulting in 25 data points (5 DNNs by 5 runs), and aggregated
them by taking the mean and standard deviation. Of the several
metrics CARLA calculates, we report the overall driving score
and the average infraction scores that include a statistically
significant difference for each system10.

E. Results

Table II provides a summary of the results for TCP (left) and
Interfuser (right), with the rows alternating between optimiza-
tion with T4PC and the baseline, for the different percentages
of training epochs. The bold values are significantly better,
determined by a t-test with p-value of 0.05.

Table IIa shows that TCP’s stop sign infractions, the one that
we aim to reduce, decreased significantly (bold) with T4PC, by
38%. Meanwhile, the driving score column shows that T4PC
also increased the driving score in all cases, on average by
5%, with the improvements by the DNNs trained with 15%
and 20% of the epochs deemed significant. The other two
columns provide insight into the side-effects of optimizing
for ϕ7 and ϕ8 on other types of infractions (collisions with
vehicles and vehicles blocked). For models trained with 10%
of epochs, we find that prioritizing these properties leads to a
significant increase in vehicle blocked infractions. However,
when training for 20% of epochs, T4PC renders similar
results for the vehicle blocked infractions, while significantly
reducing infractions from collisions. This suggests that training
TCP for more epochs allows it to perform significantly better,
while not making other infractions worse. Overall, these results
show that the TCP models trained with T4PC using the 2
properties defined above can significantly reduce the number
of stop sign infractions and slightly increase the CARLA
driving score, a tall order given that TCP is one of the leaders
in the CARLA leaderboard.

Table IIb shows that Interfuser’s red light infractions are
significantly reduced with T4PC when training for 15% and

10Other metrics did not lead to statistically significant differences. Tables
with all metrics available in appendix.
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20% of epochs, and pedestrian collisions are significantly
reduced when training for 20% of epochs, both properties
targeted by T4PC. The driving score improves with models
trained with 15% and 20% of epochs using T4PC, though the
changes are not significant, and the route timeout infractions
are significantly worse for models trained with 20% of epochs.
This could be explained by two main factors. First, the
properties may not be specific enough, e.g., ϕ3 is designed to
make the ego vehicle move if there is nothing in front and in
the same lane but does not consider cases where multiple lanes
overlap (intersections), not helping Interfuser move in those
situations. Second, the DNN approximation we trained for
mimicking the Interfuser’s Python component, although 95%
accurate, is not perfect and can introduce noise when training
the Interfuser DNN. Further, there may exist latent faults
within Interfuser’s Python component that are beyond the
reach of T4PC’s ability to improve the system’s performance
through training. Although T4PC was less effective overall at
significantly decreasing Interfuser’s violations as compared to
TCP’s, these results indicate T4PC’s ability to provide benefit
for heterogeneous architecture systems as well.

T4PC is able to fine-tune two existing open-source
AV systems optimized for the CARLA competition,
decreasing the number of infractions, and improving
their overall driving score.

F. Threats to Validity of Case Study Findings
This case study has similar threats to the previous experi-

ments. Although it reduces the external validity and construct
threats by utilizing two third-party DNNs, deploying them in
the widely used CARLA simulation environment, and using
the environment’s builtin metrics to judge performance. Still,
the simulation environment has limitations as the findings may
not translate to real deployed systems equipped with DNNs,
limiting the generalization to real-world applications.

VI. CONCLUSION
We have introduced T4PC, a complementary approach to

existing V&V techniques that instead of checking for property
conformance after a DNN is trained, directly trains a DNN
towards high-level property conformance. The approach is
novel in its use of SGs as sensor input abstractions for
evaluating safe driving property preconditions, and its inte-
gration of property loss into the optimization process. Our
experiments and case study provide evidence about T4PC’s
potential to reduce property violations for AV systems, while
maintaining main loss. In future work, we aim to broaden the
type of properties to consider, extend T4PC to handle more
complex multi-module systems, compare and investigate the
interaction with runtime enforcement approaches, and study its
applicability in other domains like factory or surgical robots.
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APPENDIX

A. Controlled Experiment Dataset

To provide more information about the dataset used in the
controlled experiment, we include the following additional
data. Table III shows the number of data points in each of
our 6 splits. The train and validation columns represent the
number of samples from the remaining towns, while the test
column represents the number of samples from the town left
out. Table IV shows the number of training and validation data
points in each of the towns. Table V shows the number of
property preconditions satisfied per split. The town mentioned
in the split column is the one left out.

TABLE III: Data points for each split.

Split Train Val Test

Town 01 left out 345,757 45,674 9,056
Town 02 left out 338,732 48,040 6,690
Town 04 left out 361,018 47,564 7,166
Town 05 left out 339,656 43,480 11,250
Town 07 left out 366,186 45,251 9,479
Town 10 left out 344,416 43,641 11,089

TABLE IV: Number of train and val data points per town.

Town Train Val Total

Town 01 73,396 9,056 82,452
Town 02 80,421 6,690 87,111
Town 04 58,135 7,166 65,301
Town 05 79,497 11,250 90,747
Town 07 52,967 9,479 62,446
Town 10 74,737 11,089 85,826

TABLE V: Properties’ preconditions for each split.

Split ϕ1 ϕ2 ϕ3 ϕ4 ϕ5 ϕ6

Town 01 71,590 114,279 58,813 21,538 190,678 173,238
Town 02 64,462 114,947 62,016 20,310 185,042 167,602
Town 04 82,899 124,266 51,394 24,732 220,419 205,241
Town 05 80,600 108,778 55,791 22,618 217,678 212,275
Town 07 75,898 136,267 60,898 26,541 223,841 206,229
Town 10 75,546 127,588 55,513 23,771 224,367 210,240
Average 75,166 121,021 57,404 23,252 210,338 195,804

Furthermore, we present the number of violations for each
property and split given the number of properties in the
optimization in Table VI. B represent the base models and
M represent the models trained with T4PC. These violations
appear on the towns left out during training.

B. Case Study Details

1) Interfuser controller approximation: Interfuser employs
a controller implemented in Python, consisting of over 400
lines of code. We cannot directly apply T4PC to Interfuser
because this module is not differentiable. To address this,
we approximate the controller by collecting its inputs and
outputs and training a DNN. The controller takes as input ten
future waypoints, a semantic feature map, and traffic-related
information such as traffic light status, stop sign presence, and
intersection detection. Its outputs a steering angle ranging from
-1 to 1, and acceleration ranging from -1 to 0.75. Since the
properties we aim to improve depend solely on acceleration,

we focus our approximation efforts on that output. The DNN
architecture consists of six fully connected layers with 2,824,
2,500, 2,000, 1,500, 1,000, and 500 neurons respectively,
each using ReLU activation functions. The input layer has
2,824 neurons to match the dimensionality of the flattened
input features. We train the model using Mean Absolute Error
(MAE) as the loss function, the Adam optimizer, and a learn-
ing rate of 10−4. Training runs for up to 1,000 epochs with
a ReduceLROnPlateau learning rate scheduler using default
parameters, reducing the learning rate by a factor of 10 if
validation performance does not improve for 10 consecutive
epochs. Early stopping is triggered if the learning rate falls
below 10−7. Training concluded at epoch 62, achieving a final
MAE of 0.04.

2) Data augmentation: The application of T4PC to TCP re-
quired property-based augmentation because the preconditions
were only met for ϕ7 and ϕ8 by 913/206,268 (0.44%) and
481/206,268 (0.23%) dataset inputs. To bring these numbers
closer to the proportions used in the experiment, we arbitrarily
selected a δ of 10% for ϕ7

x and 5% for ϕ8
x. We wanted to have

more data points that meet ϕ7
x compared to ϕ8

x because we
found that TCP struggled to stop when there was a stop sign.
We then defined a pool of transformation candidates by re-
trieving the data points with the same properties’ preconditions
met except for the ego speed constraint (less than 0.70% of
dataset). Then we used two metamorphic functions, one for ϕ7

and one for ϕ8, to adjust the speeds of the data points to satisfy
the preconditions. For example, given an input x that meets the
ϕ7 precondition with x.speed ≥ 0.1, f0.5 changes x’s speed to
0.5 (still meeting the precondition), while the corresponding
g0.5(y) = y is the identity as changing the speed should not
change the output, but helps increase the DNN robustness.
The functions generate 19 and 10 new data points for each
element in the transformation candidate pool, producing a total
of 26,505/246,633 (10.75%) and 13,860/246,633 (5.62%), sat-
isfying the target δ. This property-based augmentation dataset
is then used by T4PC.

In contrast, we did not apply data augmentation when
training Interfuser with T4PC, as the collected dataset al-
ready contained sufficient coverage of property preconditions.
Specifically, 18.44% of the data met the ϕ1 precondition,
34.67% ϕ2, 16.49% ϕ3, and 9.01% ϕ4.

3) Training Hyperparameters and Hardware: For TCP,
we followed its original training setup. We used the Adam
optimizer and a starting lr of 5 × 10−5, consistent with the
final stage of its original training procedure. The lr was
halved midway through training, as in the original setup. When
applying T4PC, we used a property loss weight ρ of 0.1. We
used a batch size of 256 and performed training on 8 CPU
cores, 200GB of RAM, and 2 A100 GPUs.

For Interfuser, we also followed its original training setup
by using the Adam optimizer with an initial learning rate (lr)
of 5×10−5—the final rate used in their official training—and
applied a cosine lr scheduler. When training with T4PC, we
set the property loss weight ρ to 0.001, as higher values were
found to disrupt the main losses. We used a batch size of 64
and ran experiments on a machine with 16 CPU cores, 250GB
of RAM, and 4 A40 GPUs.



TABLE VI: Property violations per split and # of properties in optimization

1 prop 2 props 4 props 6 props Ft 1 prop
B M B M B M B M B M

Property Split

ϕ1 - StopToAvoidCollision Town 01 132.0 27.0 132.0 33.8 132.0 44.6 132.0 25.0 136.0 32.0
Town 02 98.0 28.0 98.0 37.8 98.0 40.0 98.0 46.0 97.0 14.0
Town 04 38.0 14.0 38.0 28.8 38.0 35.5 38.0 70.0 36.0 15.0
Town 05 97.0 53.0 97.0 44.2 97.0 41.4 97.0 32.0 95.0 56.0
Town 07 133.0 61.0 133.0 99.4 133.0 140.5 133.0 227.0 131.0 62.0
Town 10 24.0 9.0 24.0 7.4 24.0 9.0 24.0 23.0 23.0 8.0

ϕ2 - StopForYellowRed Town 01 978.0 303.0 978.0 259.6 978.0 234.7 978.0 241.0 1000.0 327.0
Town 02 582.0 74.0 582.0 64.2 582.0 47.5 582.0 59.0 582.0 60.0
Town 04 743.0 63.0 743.0 57.4 743.0 48.0 743.0 59.0 754.0 77.0
Town 05 602.0 56.0 602.0 75.2 602.0 84.3 602.0 90.0 590.0 79.0
Town 07 461.0 294.0 461.0 250.2 461.0 257.2 461.0 258.0 454.0 314.0
Town 10 832.0 64.0 832.0 143.6 832.0 316.4 832.0 411.0 863.0 138.0

ϕ3 - NoStopForNoReason Town 01 24.0 3.0 24.0 12.2 24.0 25.8 24.0 48.0 24.0 4.0
Town 02 94.0 89.0 94.0 93.6 94.0 129.8 94.0 156.0 93.0 77.0
Town 04 68.0 1.0 68.0 12.2 68.0 33.8 68.0 43.0 72.0 4.0
Town 05 155.0 55.0 155.0 81.6 155.0 108.1 155.0 118.0 152.0 72.0
Town 07 389.0 106.0 389.0 169.6 389.0 297.7 389.0 389.0 385.0 130.0
Town 10 1563.0 1257.0 1563.0 1236.0 1563.0 1263.4 1563.0 1027.0 1559.0 1198.0

ϕ4 - AccelerateForGreen Town 01 63.0 21.0 63.0 30.4 63.0 46.2 63.0 94.0 60.0 17.0
Town 02 78.0 33.0 78.0 37.4 78.0 58.1 78.0 47.0 78.0 21.0
Town 04 22.0 2.0 22.0 5.6 22.0 7.3 22.0 7.0 22.0 0.0
Town 05 229.0 58.0 229.0 68.4 229.0 86.7 229.0 152.0 226.0 91.0
Town 07 39.0 3.0 39.0 8.6 39.0 12.0 39.0 14.0 34.0 4.0
Town 10 157.0 73.0 157.0 118.0 157.0 174.4 157.0 157.0 150.0 49.0

ϕ5 - NoSteerRightOutRoad Town 01 1531.0 0.0 1531.0 0.0 1531.0 0.0 1531.0 0.0 1552.0 0.0
Town 02 1114.0 0.0 1114.0 0.0 1114.0 0.0 1114.0 0.0 1156.0 0.0
Town 04 564.0 0.0 564.0 0.0 564.0 0.0 564.0 0.0 503.0 0.0
Town 05 2440.0 0.0 2440.0 0.0 2440.0 0.0 2440.0 0.0 2444.0 93.0
Town 07 263.0 0.0 263.0 0.0 263.0 0.0 263.0 0.0 268.0 0.0
Town 10 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0

ϕ6 - NoSteerLeftOutRoad Town 01 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0
Town 02 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0
Town 04 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0
Town 05 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0
Town 07 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0
Town 10 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0

4) Extended tables: Full CARLA leaderboard infractions
table for TCP (Table VII, extension of Table IIa) and Interfuser
(Table VIII, extension of Table IIb).



TABLE VII: TCP infractions. Bold means statistically significantly better.

Treatment Driving
Score ↑ Collision

Layout ↓ Collision
Pedestrians ↓ Collision

Vehicles ↓ Outside
Lanes ↓ Red Light

Infraction ↓ Route
Deviation ↓ Route

Timeout ↓
Stop Sign
Infraction ↓ Vehicle

Blocked ↓

T4PC 5 81.09±6.58 0.00±0.00 0.00±0.00 0.13±0.17 0.00±0.00 0.04±0.05 0.00±0.00 0.01±0.03 0.54±0.20 0.09±0.09
Base 5 79.20±4.34 0.00±0.00 0.00±0.00 0.12±0.14 0.00±0.00 0.04±0.06 0.00±0.00 0.00±0.00 0.98±0.22 0.00±0.00
T4PC 10 81.98±5.16 0.00±0.00 0.00±0.00 0.16±0.13 0.00±0.00 0.04±0.06 0.00±0.00 0.01±0.03 0.59±0.18 0.03±0.05
Base 10 78.37±3.48 0.00±0.00 0.00±0.00 0.11±0.09 0.00±0.02 0.02±0.04 0.00±0.00 0.00±0.00 1.02±0.17 0.01±0.03
T4PC 15 81.81±4.77 0.00±0.00 0.00±0.00 0.10±0.10 0.00±0.00 0.03±0.05 0.00±0.00 0.00±0.00 0.76±0.23 0.02±0.04
Base 15 75.99±3.31 0.00±0.00 0.00±0.00 0.16±0.10 0.00±0.00 0.03±0.06 0.00±0.00 0.00±0.02 1.06±0.19 0.01±0.03

TABLE VIII: Interfuser infractions. Bold means statistically significantly better.

Treatment Driving
Score ↑ Collision

Layout ↓ Collision
Pedestrians ↓ Collision

Vehicles ↓ Outside
Lanes ↓ Red Light

Infraction ↓ Route
Deviation ↓ Route

Timeout ↓
Stop Sign
Infraction ↓ Vehicle

Blocked ↓

T4PC 3 58.40±9.22 0.00±0.00 0.21±0.13 0.61±0.31 0.00±0.00 0.42±0.11 0.00±0.00 0.20±0.15 0.00±0.00 0.00±0.00
Base 3 59.44±8.33 0.00±0.02 0.19±0.12 0.51±0.26 0.01±0.03 0.44±0.12 0.00±0.00 0.22±0.11 0.00±0.00 0.00±0.02
T4PC 5 63.90±8.33 0.00±0.00 0.16±0.10 0.60±0.27 0.01±0.03 0.24±0.10 0.00±0.00 0.17±0.14 0.00±0.00 0.00±0.00
Base 5 59.45±8.35 0.00±0.00 0.15±0.11 0.53±0.23 0.00±0.00 0.43±0.10 0.00±0.00 0.21±0.15 0.00±0.00 0.00±0.00
T4PC 7 62.48±9.16 0.00±0.00 0.17±0.10 0.62±0.18 0.00±0.00 0.19±0.08 0.00±0.00 0.23±0.17 0.00±0.00 0.00±0.02
Base 7 60.15±6.92 0.00±0.00 0.28±0.15 0.52±0.22 0.01±0.03 0.42±0.11 0.00±0.00 0.14±0.10 0.00±0.00 0.00±0.00
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